IBM Blockchain

Contents

3Section 1.
Integration Lab Prerequisites


31.1.
Launch and Bootstrap your Digital Property Business Network


4Section 2.
LoopBack App Install, Composer integration and Discovery


42.1.
Create LoopBack application


62.2.
Configure LoopBack Application for Composer


82.3.
Launch the Sample LoopBack Application


92.4.
Discover LoopBack application REST APIs


14Appendix D. Trademarks and copyrights




Overview 
The purpose of this lab is to show the integration of external applications (eg, to the HyperLedger Fabric using the Composer LoopBack connector.  
LoopBack is an open source Node.js framework composed of many modules that you can use to build REST APIs.  The LoopBack model API can be integrated directly into a Node.js application or it can be extended to provide REST web services to be consumed by a REST based client.  Additional information on LoopBack can be found at https://loopback.io/doc/index.html
LoopBack bundles their model API through a connector.  A connector uses a concept called data sources to represent a connection to an external database or service.  Composer provides a LoopBack connector module which will dynamically discover and map a business network domain model, ie. assets, participants, and transactions, to the LoopBack model API.  Additionally, REST APIs of the model are also exposed to enable basic create, retrieve, update, and delete (CRUD) functionality for the domain model.  Lastly, to easily visualize and interact with the REST APIs a Swagger definition is dynamically generated allowing end users to work with the REST APIs via a browser.  Additional information on Swagger can be found at http://swagger.io
Section 1. Integration Lab Prerequisites
Launch and Bootstrap your Digital Property Business Network

Before we use the loopback app to leverage the LoopBack connector (later on) we should already::

1. Have installed our Composer Dev environment  and started up a v1.0 Hyperledger Fabric environment-> https://hyperledger.github.io/composer/installing/development-tools.html 

2. Deployed the sample Digital property network and installed the Digital Property application (to bootstrap some land titles for browsing later). You can get these from GitHub at https://github.com/hyperledger/composer-sample-applications. https://github.com/hyperledger/composer-sample-networks.

For Sample Network:

Enter these commands :

git clone https://github.com/hyperledger/composer-sample-networks.git
cd sample-networks/packages/digitalproperty-network

npm install

composer network deploy -a dist/digitalproperty-network.bna -p hlv1 -I PeerAdmin -s adminpw

[image: image1.png]Deploying business network definition. This may take a minute...
Command completed successfully.

List business network digitalproperty-network

nane: digitalproperty-network

identifier: digitalproperty-network@e.e.1
description: Digital Property Network
nodels:
- net.biz.digitalPropertyNetwork
scripts:
- lib/pigitallandTitle.js
registries:
net.biz.digitalPropertyNetwork.SalesAgreenent:
id net.biz.digitalPropertyNetwork.SalesAgreenent
name: Asset registry for net.biz.digitalPropertyNetwork.SalesAgreement
registryType: Asset
assets:
net.biz.digitalPropertyNetwork.LandTitle:
id: net.biz.digitalPropertyNetwork.LandTitle
name: Asset registry for net.biz.digitalPropertyNetwork.LandTitle
registryType: Asset
| assets:

Command completed successfully.




For Sample Applications:
Enter these commands:
git clone https://github.com/hyperledger/composer-sample-applications.git
cd sample-applications/packages/digitalproperty-network

npm install

npm test
[image: image2.png]info: [Composer-GettingStarted] LandRegistry:<init> businessNetworkDefinition obtained digitalproperty-network@e.e.1
info: [Composer-GettingStarted] listTitles Getting the asset registry

info: [Composer-GettingStarted] listTitles Getting all assest from the registry.

info: [Composer-GettingStarted] listTitles Current Land Titles

info: [Composer-GettingStarted] Titles listed

info: [Composer-GettingStarted]

TitleID | OwnerID First Name | Surname [ Description Forsale
LID:1148 | PID:1234567890 | Fred Bloggs | A nice house in the country | Yes

LID:6789 | PID:1234567890 | Fred Bloggs | A small flat in the city No




Section 2. LoopBack App Install, Composer integration and Discovery
In this section, you will install the Composer LoopBack connector,integrate with Composer and interact with the model using the REST APIs displayed via a Swagger document.

Create LoopBack application
Our first set of steps is to generate a skeleton application using the command line interface and configure it to communicate with our Digital Property business network.
__1. Open a terminal and change directory to your base directory, ‘cd ~’, if you are not already there.
__2. Install strongloop  -> npm install -g strongloop
__3. Install loopback adapter -> npm install -g loopback
__4. To confirm the installation of the framework type ‘npm list -g loopback’.  
__5. Next, in yout home directory - type ‘slc loopback’ to launch the command line interface to generate a skeleton LoopBack application.
[image: image3.png]ibm@ubuntu:~$ slc loopback

1--C0)--1 Let's create a LoopBack
. . application!

/





__6. A series of questions will need to answered to complete the generation of the application.
[image: image4.png]” What's the name of your application? ny loopback app




my-loopback-app
[image: image5.png]* Enter name of the directory to contain the project
create my-loopback-app/
change the working directory to my-loopback-app

my-loopback-app




Take the default directory, which is application name, select Enter.  This will create a directory with the name ‘my-loopback-app’ in whatever directory you are issuing the command.
[image: image6.png]7 Which version of LoopBack would you like to use?
) 2.x (long term support)
3.x (current)




Take the default ‘2.x (long term support)’, select Enter.
[image: image7.png]- What kind of application do you have in mind:
api-server (A LoopBack APT server with local User auth)

) empty-server (An empty LoopBack API, without any configured models or datasources)
hello-world (A project containing a controller, including a single vanilla Message and a si

ngle remote method)
notes (A project containing a basic working example, including a memory database)




Use the arrow keys to move down and select ‘empty-server’, select Enter.
[image: image8.png]Generating .yo-rc.json

I'm all done. Running npm install for you to install the required dependencies.
If this fails, try running the command yourself

create .editorconfig

create .eslintignore

create .eslintrc

create server/boot/root.js

create server/middleware.development. json
create server/middleware. json

create server/server.js

create .gitignore

~reate client/README.md




[image: image9.png]Next steps:

Change directory to your app
S cd my-loopback-app

Create a model in your app
$ slc loopback:model

Run the app
S node .




The skeleton LoopBack application has been successfully created.

Configure LoopBack Application for Composer
Typically, the next step in building your LoopBack application would be to use the LoopBack command line interface to manually build your model files.  In this section, we will leverage a JavaScript file inside the generated composer-loopback-server application which will dynamically connect to (in this example) the Digital Property business network (out under https://github.com/hyperledger/composer-sample-networks) and generate the models in memory.  The following steps outline configuring the application.
__7. From the Ubuntu Desktop launch the ‘Files’ manager, [image: image10.png]



__8. Select ‘Home ( Workshop ( labs ( integration’ folder and open the ‘composer.js’ file in an editor to look at the contents.
[image: image11.png]*composerjs X
‘use strict';

module.exports = function (server) {

const datasource = server.loopback.createDatasource(’ composer”’, {

"name": "Composer”,

"connector”: "loopback-connector -composer"
"connectionProfileName” : 'hlfvi'
"businessNetworkIdentifier" : 'digitalproperty-network'
"participantld” : 'admin'

"participantPwd” : 'adminpw’

s




At the top of the file you will see several fields that establish a data source.
name – name of the datasource

connector – NPM LoopBack connector module ‘loopback-connector-composer’
connectionProfileName – Composer connection profile used to determine what physical business network the LoopBack application will be connecting to.  The defaultProfile can be found in the ‘home/<user>/.composer-connection-profiles’ directory.
businessNetworkIdentifier – business network namespace established in the CTO file
participantId – ID being used to connect to the business network

participantPwd – password associated with participant ID
In this lab we are using the ‘hlfv1’ in the ‘connectionProfileName’ field as that is currently pointing to our local Digitial Property businesse network.  The connection profile name can be modified to use any connection profile.
__9. In the Files manager copy the ‘composer.js’ file
[image: image12.png]integration

Places
O Recent
A Home
[ Desktop
D) Documents
¥ Downloads
dd Music

composerjs




__10. From the Files manager navigate to ‘Home ( my-loopback-app  ( server ( boot’ and paste the composer.js file into that folder.
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__11. In a new terminal change directory, ‘cd  my-loopback-app/node_modules’
__12. Run the following command to install the necessary node modules, ‘
npm install  loopback-connector-composer’
__13. To confirm you have the latest Composer modules (v.8) - issue command ‘npm list composer*’ and note I’ve used the ‘*’ at the end.. 
‘
You have successfully configured the LoopBack application server to work with the Digital Property business network.
Launch the Sample LoopBack Application

Now that we have the LoopBack application successfully created and configured to use our local Digital Property business network we need to launch the LoopBack application.  The following steps outline how to launch the application.
__1. In a terminal change type ‘cd’ to return to the user’s directory
__2. Change directory to composer-loopback-server directory: ‘
cd my-loopback-app
__3. To start the application type ‘node .’ (with trailing dot).  You should see the following set of messages back to the terminal.
[image: image14.png]ubuntu:~/my-loopback-app$ node .

Web server listening at: http://6.0.0.0:3000

Browse your REST API at http://0.0.0.0:3000/explorer

Composer Loopback Connector

found modelDefinition = {"type":"table","name":"net.biz.digitalPropertyNetwork.LandTitle"}

found modelDefinition = {"type":"table","name":"net.biz.digitalPropertyNetwork.SalesAgreenent"}

found modelDefinition = {"type":"table","name":"net.biz.digitalPropertyNetwork.Person"}

found modelDefinition = {"type":"table","name":"net.biz.digitalPropertyNetwork.RegisterPropertyForSale"}





__4. In the message above you see that a web server is now listening at http://0.0.0.0:3000 and the REST APIs for the Digital Property business network can be viewed in your browser at http://0.0.0.0:3000/explorer.  In your Firefox browser open the second link and you should see a page similar to the one below. Go ahead and browse some of the bootstrapped assets.
You have successfully started the LoopBack application that is integrated to Composer.
Discover LoopBack application REST APIs
The final steps in this section will have you use the REST API through the generated Swagger document in your browser to create a new Person, create a new LandTitle, and submit a transaction on that LandTitle.
__14. From your Firefox browser return to URL http://0.0.0.0:3000/explorer and click on the Person participant section of the document to view the available REST APIs.
[image: image15.png]Inetbiz digitalPropertyNetwork Person
Inetbiz digitalPropertyNetwork Person
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__15. To create a new Person we want to use the POST operation.  Click on the POST section shown below.

[image: image16.png]Jnetbiz digitaiPropertyNetwork.Persor Greate a new Instance of the model and persist  nto the data source.




__16. With the POST section expanded you will see a number of sub-sections that are avaiable for this operation.  The Swagger UI provides a model for this operation and it’s associated fields, type, and relationship to other models.  Under ‘Parameters’ click on the model schema example to populate a skeleton JSON structure in the value field.
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__17. In the ‘data’ panel we are provided a new personId, first name, and last name.  Update the value field with the following information:

{

  "personId": "PID:3333344444",

  "firstName": "Bob",

  "lastName": "Johnson"
}

__18. Once you have updated the value field click on the ‘Try it out!’ button to add this Person participant to the business network.
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__19. To confirm that the REST call was successful scroll down to the ‘Response Content’ sub-section and you should see a response of 200.

[image: image19.png]Response Code

200




__20. Another way to confirm this entry would be to use the GET operation provided for the Person participate.  Scroll up and expand the GET operation and click on the ‘Try it out!’ button to get a list of all the Person participates now in the business network.
[image: image20.png]Jnetbiz digitaiPropertyNetwork.Persor Find all Instances of the model matched by ifer from the data source.
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__21. Now lets repeat those same steps for a new LandTitle asset using the equivalent POST operation.  Scroll up and click on the LandTitle asset.  For the LandTitle assets we will need to provide the necessary LandTitle data, which also include the associated owner, which is the Person participant we just created.  Click on the POST section shown below.
[image: image22.png]Inetbiz.digitalPropertyNetwork LandTitle Greate a new Instance of the model and persist  nto the data source.




__22. In the ‘data’ panel we are provided a new title ID for the LandTitle asset, an existing owner in Bob Johnson by using identifier ‘PID:3333344444’, information about the asset, and that the asset is currently not for sale.  Update the value field with the following information:

{


  "titleId": "LID:4321",


  "owner": "PID:3333344444",


  "information": "A house on the beach",


  "forSale": false


}

__23. Once you have updated the value field click on the ‘Try it out!’ button to add this LandTitle asset to the business network.
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__24. To confirm that the REST call was successful scroll down to the ‘Response Content’ sub-section and you should see a response of 200.
[image: image24.png]Response Code

200




__25. Confirm the asset has been added by opening a terminal and change directory to ‘cd /home/user/Workshop/clones/github/sample-applications/packages/getting-started/’ 
__26. Enter the ‘npm run listAssets’ helper command to see all the LandTitle assets within the business network.  You should see something like the following.
[image: image25.png]‘ibm@ubuntu:~/Workshop/clones/github/sample-applications/packages/getting-started$ npm run listAssets

> getting-started@1.6.0 listAssets /home/ibm/Workshop/clones/github/sanple-applications/packages/getting-started
> node cli.js landregistry list

info: [Composer-GettingStarted] Fabric Composer: Getting Started appliation

info: [Composer-GettingStarted] LandRegistry:<init> businessNetworkDefinition obtained digitalproperty-networkge.o.1
info: [Composer-GettingStarted] listTitles Getting the asset registry

(info: [Composer-GettingStarted] listTitles Getting all assest from the registry.

info: [Composer-GettingStarted] listTitles Current Land Titles

info: [Composer-GettingStarted] Titles listed

info: [Composer-GettingStarted]

TitleID | OwnerID First Name | Surname [ Description Forsale
LID:6789 | PID:1234567890 | Fred Bloggs | A small flat in the city No
LID:1148 | PID:1234567890 | Fred Bloggs | A nice house in the country | Yes
LI PID:3333344444 | Bob Johnson | A house on the beach No

[Composer-GettingStarted] Command completed successfully.




__27. Finally we will submit a transaction to show the new LandTitle asset is for sale.  Return to the browser and expand the transaction operation ‘RegisterPropertyForSale’.  You should see something like the following.
[image: image26.png]net_biz_digitalPropertyNetwork_RegisterPropertyForSale : A transaction named RegisterPropertyForSale

Inetbiz.digitalPropertyNetwork RegisterPropertyForSale
[EE3 netbiz digitalPropertyNetwork RegisterPropertyForSale
Inetbiz.digitalPropertyNetwork RegisterPropertyForSale

Inetbiz digitalPropertyNetwork RegisterPropertyForSale

‘Show/Hide | List Operations | Expand Operations

Patch an existing model instance or insert a new one into the data source.
Find all instances of the model matched by filter from the data source.
Patch an existing model instance o insert a new one into the data source.

Create a new instance of the model and persist it nto the data source.




__28. Now we will repeat the same steps using the POST operation we did earlier.  This time we will provide a self defined transaction ID, a seller identifier of an existing Person participant, a title identifier of an existing LandTitle asset, and a self defined timestamp string value of which we will use a YYYY-MM-DD format.  Click on the POST section shown below.

[image: image27.png]Inetbiz digitalPropertyNetwork RegisterPropertyForSale Great a new instance of the model and persist it into the data sourcs
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__29. To confirm that the REST call was successful scroll down to the ‘Response Content’ sub-section and you should see a response of 200.

[image: image29.png]Response Code

200




__30. Return to the terminal and change directory to ‘cd /home/userWorkshop/clones/github/sample-applications/packages/getting-started/’
__31. Rerun the ‘npm run listAssets’ helper command to confirm your transaction has updated the asset within the business network.  You should see something like the following.
[image: image30.png]‘ibm@ubuntu:~/Workshop/clones/github/sample-applications/packages/getting-starteds npm run listAssets

> getting-started@1.0.0 listAssets /home/ibm/Workshop/clones/github/sanple-applications/packages/getting-started
> node cli.js landregistry list

info: [Composer-GettingStarted] Fabric Composer: Getting Started appliation

info: [Composer-GettingStarted] LandRegistry:<init> businessNetworkDefinition obtained digitalproperty-network@e.o.1
(info: [Composer-GettingStarted] listTitles Getting the asset registry

info: [Composer-GettingStarted] listTitles Getting all assest from the registry.

info: [Composer-GettingStarted] listTitles Current Land Titles

info: [Composer-GettingStarted] Titles listed

info: [Composer-GettingStarted]

TitleID | OwnerID First Name | Surname [ Description Forsale
LID:6789 | PID:1234567890 | Fred Bloggs | A small flat in the city No
LID:1148 | PID:1234567890 | Fred Bloggs | A nice house in the country | Yes

LID:4321 | PID:3333344444 | Bob Johnson | A house on the beach ves
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